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Abstract—Practical aspects of a real time auto parking controller are considered. A parking algorithm which can guarantee to find a parking path with any initial positions is proposed. The algorithm is theoretically proved and successfully applied to the OSU-ACT in the DARPA Urban Challenge 2007.

I. INTRODUCTION

Many parking control algorithms have been developed in recent years [1]-[13]. Some approaches use the nonlinear control theories [2], [3], such as chained form conversion [3], to control the steering and speed. However, it is not easy to be implemented in practice because of highly nonlinear and computationally expensive conversion equations [5]. Some others [1], [4]-[7] use path planning methods to design a path to the parking position, after that use a path following controller to follow the path and park. This kind of method is more computationally efficient, but usually the generated path is very winding. It’s more likely to have path following errors when following a winding path than following a uniform path. And a car may fail to park due to path following errors. Many researches concentrated on tracking and posture stabilization to solve this problem [8]-[13]. But results came back to be computationally expensive and always take a long time to stabilize a car.

An arc path parking algorithm is proposed in this paper. The parking path is a circular arc connecting the car position to the goal point. And the tangent angle of the arc at the goal point equals to the desired car yaw angle. A car is supposed to follow this path to park. But a car may not be able to follow this path initially due to an angle difference between the car yaw angle and the path angle. However, a car can always find an arc path (a final path) which is able to be followed by pulling forward or backward with a maximum steering angle (will be proved in the Appendix). Since an arc path can be generated very efficiently and can be followed very precisely, the problems of expensive computation and winding path are solved.

The details of the algorithm will be introduced in section II. Section III shows the simulation results and section IV shows the experimental result.

II. THE PARKING ALGORITHM

A. Car Model

Assuming the tire slip angle is zero during a parking procedure, a vehicle kinematic model with Ackerman steering as shown in Figure 1 and Eq. 1 is used in the parking study.

\[
\theta_{\text{steer}} = \frac{\theta_i + \theta_f}{2}
\]

\[
R = \frac{L_p}{\tan \theta_{\text{steer}}}
\]

In the equation above, \(\theta_{\text{steer}}\) is the average steering angle and \(R\) is the vehicle turning radius. According to Ackerman steering theory, the vehicle yaw angle always equals to the velocity direction of the rear axle. In order to have a path direction equals to the car yaw angle, the vehicle position in this paper always means the center of the rear axle.

B. Local Coordinate

A local coordinate is defined in order to simplify expressions of equations.

The origin of the local coordinate is the center of the parking area in the horizontal direction. In the vertical direction, the origin should be as close to the final position as possible, and a car should be able to reach this point with the maximum steering angle and without hitting any boundaries. To satisfy these requirements, the origin of the local coordinate is defined by Eq. 2 and Figure 2.

\[
R_{\text{min}} = R_{\text{turn}} - W_c / 2
\]

\[
R_{\text{max}} = \left(\begin{array}{l}
\text{Parking Forward}: \\
\text{Parking Backward}:
\end{array}\right) \sqrt{(R_{\text{turn}} + W_c / 2)^2 + L_p^2}
\]

\[
X'0 = Wp / 2
\]

\[
Y'0 = \left\{ \begin{array}{ll}
(R_{\text{max}}^2 - (R_{\text{min}} + (Wp / 2)^2)^2) > 0 \\
\sqrt{R_{\text{max}}^2 - (R_{\text{min}} + (Wp / 2)^2)^2}
\end{array} \right.
\]

\[
Y'0 = \left\{ \begin{array}{ll}
(R_{\text{max}}^2 - (R_{\text{min}} + (Wp / 2)^2)^2) < 0 \\
-\sqrt{(WcWp / 2) - (Wc / 4)^2}
\end{array} \right.
\]
In Eq. 2, $W_p$ is the width of the parking spot, $W_c$ is the car width, $L_c$ is the car length, $L_f$ is the distance from front bumper to rear axle, $R_{min}$ is the vehicle minimum turning radius by the vehicle center, and $R_{min}/R_{max}$ are the radiuses of the minimum/maximum circles a vehicle body can go through according to $R_{min}$. The minimum turning radius of the car can always be obtained from vehicle specification.

The concept of the proposed parking algorithm is to use a circular arc as a parking path as shown in Figure 3. An arc path has the advantage of small path following error and computation simplicity. However, a car may not be able to follow this path initially because the car yaw angle could be different from the tangent angle of the path as shown in Figure 5. An idea of using the maximum steering angle driving forward or backward to find a point where the car yaw angle equals to the tangent angle of the path is proposed. The Appendix will prove the point always exists, and the path radius is always larger than the car’s minimum turning radius. After the point is reached, a car can follow the path to the desired parking position.

The parking algorithm includes three steps as shown in Figure 4.

The general scenario will be introduced in 1). The general scenario means the car can pull either forward or backward into the parking spot. In DARPA Urban Challenge, autonomous vehicles were required to pull only “forward” into a parking spot. 2) will introduce the strategy to deal with this special requirement.

1) General Scenario

Figure 5 to Figure 7 show the three parking steps.

In the first step, the car drives forward or backward using the maximum steering angle turning left or right to find a final path. A final path is a circular arc with a radius larger than the minimum turning radius of the car. The arc circle is generated by two points, the origin of the local coordinate and the car’s position, and an angular constraint, the circle tangent to the Y axis, and it is updated in real time. The final path is found when the car’s yaw angle equals to the tangent angle of the circle as shown in Figure 6.

Initially, three circles will be generated: the two green dash line circles and the red dash line circle, the final path circle, as shown in Figure 5. The two green dash line circles are the predicted vehicle paths if the car turning left or right using the maximum steering angle. In most situations, as shown in Figure 5, the red dash line circle can not be the final path in the beginning, because the car’s yaw angle doesn’t match with the path. In this case the car should follow one of the green circles and update the red circle in real time until the yaw angle equals to the tangent angle of the final path.

The choice of the turning direction and the driving direction depends on the final path prediction. There are four final path candidates (the red circles as shown in Figure 20) according to turning left/right and pull forward/backward. Appendix will show at least one of the red circles has radius larger than the minimum turning radius, and the contact point of the two circle is above the X axis (outsides the boundary). The one which tallies with the requirements is predicted as the final path. According to the selected final path, the car decides turning left or right and going forward or backward.

Since path following errors must exist, there is no specific path assigned to the car before final path is found. The car just follows the left/right and forward/backward commands and keep updating the possible final path until the yaw angle match the final pat.

After the final path is found, as shown in Figure 6, the vehicle follows the final path to the desired position. The car can still hit the boundary due to sensor errors or path following errors. In this situation the car backs to the first step.
to find the final path again.

After the final path follow is completed, the car is almost in the parking spot and the yaw angle should very close to the desired yaw angle as shown in Figure 7. The last step is to move the car into the parking spot and correct the yaw angle if the error is unacceptable.

The equations of the circles and angles will be presented in section 2) and Appendix.

The equations of the circles and angles will be presented in section 2) and Appendix.

2) DARPA Urban Challenge

In the DARPA Urban Challenge, a parking lot is defined as a “zone”. The OSU-ACT is controlled by an “obstacle avoidance controller” in zones. The obstacle avoidance controller can keep the car away from obstacles and bring it to a desired point. For the parking case, the goal point of the obstacle avoidance controller is the final position of the parking spot. The obstacle avoidance controller can introduce a final path with radius larger than the minimum turning radius as shown in Figure 9.

A rule in DARPA Urban Challenge requires pulling a car forward into the parking spot. This can be done by the following strategies.

The car goes forward initially to approach the parking spot. In order to decrease the $\theta_{\text{steer}}$, as shown in Figure 5, the steering direction $\theta_{\text{steer}}$ can be obtained be the following equations.

$$\theta_{\text{FinalPath}} = \sin^{-1}(y/R) + \pi/2$$

$$\begin{cases}
\text{left} & \text{if } (\theta_{\text{FinalPath}} > \theta_{\text{steer}}) \\
\text{right} & \text{if } (\theta_{\text{FinalPath}} < \theta_{\text{steer}})
\end{cases}$$

Eq. 3

In Eq. 3, $R$ is the radius of the possible final path circle, the red dash line circle in Figure 5, and $\theta_{\text{FinalPath}}$ is the tangent angle of the possible final path circle at the vehicle position, and $\theta_{\text{yaw}}$ is the vehicle’s yaw angle. The final path is found when $\theta_{\text{FinalPath}} = \theta_{\text{yaw}}$.

This maneuver can definitely find a final path circle. However, it is possible that the radius of the final path circle is smaller than the minimum turning radius which is impossible to be followed, as shown in Figure 8. In this situation, the car ignores the final path and keeps going forward. In order to minimize $\theta_{\text{steer}}$, the car will follow the blue dash line circle in Figure 8. During this course, according to Appendix, a new green dashed line circle will be found which can introduce a final path with radius larger than the minimum turning radius as shown in Figure 9.
The strategies of the parking algorithm for the DARPA Urban Challenge can be concluded as follow:

1. Pull forward and steer in the direction of $\theta_{\text{steer}}$ with the maximum steering angle to find a final path.
2. If hit an obstacle or a boundary, change the moving direction from forward/backward to backward/forward.
3. If $\theta_{\text{steer}} = 0$ and the final path radius is larger than minimum turning radius, follow the final path. If hit any obstacle or a boundary during following, backs to step 2.
4. After the path following is finished, forward straight to the final position.

III. SIMULATIONS

Figure 10 to Figure 14 show the simulation results of the parking algorithm.

Figure 10 to Figure 13 show simulations with different initial conditions. Figure 14 is a harder case. The initial position is the same with Figure 13, but the road is narrow. Apparently it is also hard for a human driver. The simulation shows the car successfully parked using two forward-backward maneuvers.

IV. EXPERIMENT RESULTS

The parking algorithm is applied on the autonomous vehicle OSU-ACT as shown in Figure 15.

Figure 16 shows a zone in the DARPA Urban Challenge. The red line shows the path of the OSU-ACT. The green rectangle highlights the parking area. In the parking area, two other cars were parked on the left and right sides of the assigned parking spot. The OSU-ACT successfully park into the spot every time.

Figure 17 to Figure 19 show other experiment results with different situations. The red points are the vehicle trajectory, blue lines are the boundaries, and the green points are obstacles from the LIDAR scan.
The proposed parking algorithm provides a practical method of auto parking. No expensive computation is required, and was theoretically and practically proved that the algorithm is able to park with any initial positions. The simulation results also showed the algorithm can control a car to park in a limited space which is hard for a human driver. The algorithm is applied on the OSU-ACT in the DARPA Urban Challenge 2007.

APPENDIX

The objective of the Appendix is to prove that in most situations there exists at least one final path which has radius larger than the minimum turning radius \( R_{\text{MinTurn}} \) and the connecting point of the corresponding vehicle path (minimum radius circle) and the final path circle is above the x axis. There is a small region where a car cannot find a final path. But in general situations a car would not start parking from this region. Even if a car start parking from this region, a car can just pull forward or backward with any steering angle for a short distance to get out of this region.

As shown in Figure 20, C1, C2, C3, and C4 are the four possible final path circles according to the vehicle initial position \( (X_c, Y_c) \). Radii of C1 and C2 are smaller than \( R_{\text{MinTurn}} \) and the tangent point of C3 is under x axis. In this situation C4 is chosen as the final path.

\[
\begin{align*}
(X - X_0)^2 + (Y - Y_0)^2 &= R_{\text{MinTurn}}^2 \\
(X - R)^2 + Y^2 &= R^2
\end{align*}
\]

Since the final path circle is tangent to the minimum radius circle, the following relation can be obtained.

\[
\frac{R - X}{Y} = \frac{X_0 - X}{Y - Y_0}
\]

Solve the three equations, the tangent point \( (X, Y) \) and the radius of the final path circle \( R \) are obtained as:

\[
\begin{align*}
X &= \frac{(R_{\text{MinTurn}} + X_o)(X_o^2 + Y_o^2 - R_{\text{MinTurn}}^2)}{R_{\text{MinTurn}} - X_o}; \\
Y &= \frac{Y_o(X_o^2 + Y_o^2 - R_{\text{MinTurn}}^2)}{R_{\text{MinTurn}} - X_o}; \\
R &= \frac{1}{2} \frac{R_{\text{MinTurn}} + X_o}{R_{\text{MinTurn}} - X_o};
\end{align*}
\]

The area where \( Y > 0 \) and \( R > R_{\text{MinTurn}} \) can be found as follow.
Figure 21 shows the area where the final path circle exist and not.

A final path circle exists when at least one of the minimum radius circle is centered in the exist region.

Only in some special initial positions both the minimum radius circles are not centered in the existing region as shown in Figure 22. This kind of situation rarely happens in practice, because a car always starts parking with a distance away from the origin. For example in the DARPA Urban Challenge the OSU-ACT started parking with a distance of 8 meters from the final position. With this distance at least one of the minimum radius circle is centered in the exist region. In the worst case like Figure 22, a car just need to pull away from the parking spot to move one of the \((X_0, Y_0)\) to the existing region as shown in Figure 23.

\[
Y > 0 \rightarrow X_0^2 + Y_0^2 > R_{\text{Min Turn}}^2 \\
R > R_{\text{Min Turn}} \rightarrow \\
\text{when}(X_0 > R_{\text{Min Turn}}) \\
Y_0^2 > -(X_0 - R_{\text{Min Turn}})^2 \\
\text{when}(0 < X_0 < R_{\text{Min Turn}}) \\
Y_0^2 > (3R_{\text{Min Turn}} + X_0)(R_{\text{Min Turn}} - X_0) \\
\text{when}(0 > X_0 > -R_{\text{Min Turn}}) \\
Y_0^2 > (3R_{\text{Min Turn}} - X_0)(R_{\text{Min Turn}} + X_0) \\
\text{when}(X_0 < -R_{\text{Min Turn}}) \\
Y_0^2 > -(X_0 + R_{\text{Min Turn}})^2
\]

Figure 21 Region where Final Circle Exist/Not Exist

Figure 22 Situation where no Final Circle Exist
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